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Abstract—Today’s software development and modeling pro-
cesses happen collaboratively. A key challenge in collaborative
software engineering is assessing the quality properties of the
different system revisions developed by different people. Mod-
ern solutions for version control, variation control, and model
management can track and relate versions, feature variations,
branches, and experimental modifications. We particularly ob-
serve a trend in the development of model management tools
to support increasingly fine-grained evolution operations and
artifact relationships. This detailed knowledge of a system’s revi-
sion history enables history-based quality assessment. However,
the current state of the art lacks a comprehensive terminology
framework for clearly describing the scope within which a
particular quality attribute is assessed in the revision history.
This leads to inefficient communication and hinders tackling the
actual objective of the quality assessment. This work contributes
a formal framework for quality regions in revision management
systems. Our framework is based on revision graphs and in-
corporates concepts such as versions, variants, merges, multi-
systems, and views, building a common ground for fine-grained
quality assessment of evolving systems. We provide an open-
source library implementation of our formal concepts, which can
be used to extend existing version control or model management
tools.

Index Terms—software engineering, quality assurance, techni-
cal debt, versioning, model management

I. INTRODUCTION

Software engineers work collaboratively on artifacts such as
models or code. However, collaboration does not necessarily
mean that people sit together and work jointly on a single
artifact. Version control systems (VCS) [1] enable the man-
agement of these workflows. A prominent example of a VCS
is Git, which is typically used together with a collaboration
platform such as GitHub or GitLab. Despite the prominence of
Git, many different domain- and purpose-specific versioning
systems exist. Examples are found in modeling and software
product-line engineering [2]-[4]. On an abstract level, these
management tools have similar functionalities and purposes.
Therefore, we remain, for large parts of this work, on a
conceptual level, not distinguishing between modeling in par-
ticular and general software engineering. However, we see
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the largest impact of this work in the field of model-driven
software engineering, particularly in model management and
model evolution. The reason is the focus of modern model
management tools on increasingly fine-grained support for
evolution processes beyond commits and branches, for ex-
ample, the support of the co-evolution of linked models,
the integrated handling of views [4], or the integration of
variability management into version control [3].

Before continuing with the further presentation of this
work’s context and problem statement, we provide a brief
introduction to the terminology used. Software engineers
often use the terms’ version, variant, revision, or commit
ambiguously and interchangeably. We are aware of the terms’
definitions in the literature [1], [5]-[7], which we discuss
in Sec. II. On this work’s abstract level, we prefer to use
the term revision as a unified descriptor of the “things that
are managed [7]. A revision is a (development-)state of a
system identified by its successors and predecessors in time.
Subsequently, we refer to any system that manages revisions
as a revision management system (RMS). We particularly
allow an RMS to comprise multiple revision histories, i.e.,
support for individual versioning at an arbitrary granularity,
as illustrated in Section I-E. This work’s notion of an RMS
should not be confused with a feature model [8] or hyper-
feature model [9]. Our notion of an RMS is not meant to
represent a system’s configuration space in terms of a software
product line. However, we acknowledge that the distinction
between RMS and variation control systems [2] for software
product lines can be fluid.

A. Context

A key challenge in software and systems engineering is
ensuring the desired quality properties of a system during its
development as motivated by standards such as ISO 25010 [10]
and ISO 25023 [11]. If neglected, technical debt builds up over
time [12], [13]. Although quality assurance and measuring
different quality attributes are well researched, existing works
and tools focus on analyzing a single system revision. It
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remains unclear, how the quality of a network of revisions
can be assessed. For instance, a prominent quality property
that can be measured over multiple revisions is consistency.
Examples for consistency problems are breaking changes in a
sequence of updates, non-mergeable changes implemented in
two branches, or parallel developed features that turn out to be
incompatible. If one now defines a set of metrics to measure
and track the consistency violations - or any other metric -, one
must specify the location within the revision history where the
metrics operates. One could assess the metric along the time
axis, i.e., comparing a specific revision and its £ most recent
predecessors. One could assess the metric along the space axis,
i.e., comparing a specific revision and its k£ closely related
variants. We call these scopes quality regions. To assess quality
properties within a system comprising multiple revisions, it is
essential to clearly define and communicate the region within
a revision history a quality assessment is applied to.

B. Problem Statement

Quality assurance of versioned systems is a field with a
large research potential. In this field, we identify the absence
of a nomenclature and formal framework of regions for quality
assessment in revision histories as main obstacles towards
a clear definition and communication of quality properties.
Working with complex networks of revisions, it must be clear
over which subsets of revisions a quality property should
hold. We, therefore, ask the research question “How can
we constructively define a general framework of quality
regions in revision management based on a suitable formal
abstraction of revision management systems?” By answer-
ing this question, we want to enable future works to perform
time- and space-aware quality analysis, e.g., the calculation of
different metrics or the optimization of version histories on a
concise formal and technical foundation.

C. Approach

We aim to address the research question of this work in
two stages. First, we propose a formal representation for gen-
erally describing revision structures in a revision management
system. We base our formalism on the well-known structure
of version graphs [1], [5], [6]. Second, we define the actual
formal framework of quality regions. To serve as a general
ground for quality assessment, we require each region to serve
a defined purpose and have an unambiguous construction rule.
We particularly oppose a naive definition of quality regions as
the powerset of revisions. We evaluate the feasibility of our
formal framework by implementing it as a software library
and realizing it as a command-line tool for general use. We
show how our tool works using an example use case.

D. Contribution

This work contributes a formal framework of quality regions
in revision management systems. Therefore, we provide for-
mal, graph-based definitions for each region type. We base our
formalism on the well-known structure of version graphs. To
facilitate the formulation and understanding of our definitions,
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Fig. 1. Example of a system comprising two parts with linked revision
histories. Both artifacts evolve independently but also depend on each other.

we formally introduce the concepts of revision graphs, revision
graphs with merge edges, and multi-revision graphs in a step-
by-step manner. Lastly, we contribute the software library
coconlib and the command-line tool cocon-cli that implement
and demonstrate our formal framework. Our software library
is designed to extend existing revision management systems
with quality region support. This work does not contribute
a novel revision- (or version-) management system. On the
contrary, this work aims to improve existing approaches for
revision management by its developed concepts and tools.

E. Example

This section provides an illustrative example of an RMS
with multiple histories. Figure 1 shows a simple system com-
prising a robotic control algorithm and a safety specification.
The control algorithm may be realized as a state machine
or an automaton. The safety specification may be a tabular
document describing and rating different safety properties as
a checklist. Both artifacts have revision histories. The safety
specification has three revisions: the draft, the consolidation,
and the final specification. The control algorithm is developed
in a more agile manner. We see different intermediate revisions
and a merge along the way to the algorithm’s fourth version.
The control algorithm is related via dependencies on the
safety specification. The dependencies are depicted as dotted
arrows. Different revisions of the algorithm depend on differ-
ent revisions of the safety specification. Lastly, we have the
conformance check in the bottom left corner. This document
is a temporary artifact for reviewing the conformance of the
algorithms and the safety specification. It is derived from two



revisions. Resulting modifications might be propagated back
to the original artifacts after the review.

II. BACKGROUND

This section provides a comprehensive background of this
work’s central topics: versioning, version control systems, and
software quality assurance.

Versioning of software objects has been researched for sev-
eral decades. Works from the database- and software product
line communities described the terms version, variant, and
revision [1], [5], [6]. These works already discovered the
natural graph structure of a versioning system, which can be
denoted in different representations, such as one- and two-level
version graphs, version grids, or version matrices. The base
relation between versions is the “successor” relation. Other
relations, such as constraints or merges, may also exist [1].

We find deviating usages of the terms version, variant,
and revision within the large corpus of existing literature.
Software evolution and variation is commonly distinct in space
and time dimensions [8]. Space refers to the dimension of
variability, i.e., features or alternative developments. Time
refers to the dimension of evolution , i.e., updating or revising
existing software objects. This two-dimensionality implies that
a software object is a version of another in time or a variant of
another in space. However, some works consider the version
to be the top-level element that can either be a variant or
a revision [14]. Some more recent works aim to again unify
different variability notions as revisions [7]. We decided to
also refer to all the elements in a version graph as revisions,
thus making it a revision graph. Depending on the observer’s
standpoint, a revision can then play the role of a version or
variant, i.e., we consider them non-rigid types [15].

Different version control systems exist - or have existed
- in practice [2]. The state-of-the-art software versioning
tool is Git, enabling many different development styles and
workflows [16]. Although Git works well with code, it has
drawbacks when working in specialized domains such as
software modeling or the versioning of complex systems
comprising individually evolving parts, e.g., Cyber-Physical
Systems. Therefore, different specialized RMS exist in re-
search and practice. Schwigerl et al. [3] presented the tool
SuperMod as an RMS for software product line engineering.
The Vitruvius approach [4] addresses the problem of assuring
consistency in multiple semantically overlapping development
artifacts. Although the current version of Vitruvius manages
interrelated revisions in the space dimension, it supports no
versioning in time.

While the aforementioned systems and concepts enable
the versioning and collaborative development of software,
they do not guarantee the quality of the developed system.
On the contrary, having a system with multiple revisions
simultaneously in production makes quality assurance difficult.
Technical debt builds up if quality properties are neglected
[12], [13]. Different metrics are employed to measure and
track the technical debt of a development project. A variety of
quality properties and metrics exist [17]-[19]. In most cases,

they operate on a single revision of a system. However, from
an organizational perspective, software evolution must be well-
managed and controlled [20]. Therefore, one must be able
to assess the quality of an RMS. While conducting previous
work on a consistency metric for sets of variants [21], [22],
we discovered that only few metrics and analysis techniques
consider non-linear revision histories [23]-[25]. We expect this
field to move into the focus of future research.

III. TERMINOLOGY

To clarify the following sections, this section introduces
the necessary terminology. A version management system,
or revision management system (RMS), stores the evolution
history of a digital artifact. This artifact is typically a software
system under development. We use the term revision to refer
to the manifestations of the managed artifact at fixed points
within its evolution history. We write “manifestation”, as the
management system may work on a variety of principles. It
could store actual snapshots, partial snapshots, or deltas, e.g.,
change operations. However, the internal working of the RMS
is of no concern for this work.

A revision can be a version, a variant, or both at the
same time, depending on the standpoint and objective of the
observer. If the observer looks at an artifacts’s prior develop-
ment history, it plays the role of a version. If the observer
investigates alternative implementations of an artifact, it plays
the role of a variant. A revision is identified by a unique
name and directed acyclic successor relation to other revisions.
Depending on the restrictions of the successor relation, this
leads to the natural mathematical structure of a revision tree
or revision graph. This concept is also commonly known as a
version graph [1]. As we allow an RMS to manage multiple
related artifacts, it may comprise several revision graphs. A
second type of relation can link revisions of different revision
graphs. We refer to this structure as a multi-revision graph
which we further specify in Sec. V-D.

IV. REVISION TREES AND -GRAPHS

The literature defines different variations of revision graphs
and trees [1]. This section presents this work’s definition of
revision graphs. However, we do not “reinvent” the idea of
a revision graph but formally define it in a suitable way for
the subsequent introduction of quality regions. The underlying
structure of a revision graph is a directed acyclic graph (DAG).
However, as described below, we restrict the DAG so that
individual traversal functions operate on trees. Therefore, we
first present the structure of a revision tree and extend it to a
revision graph afterward. We further extend the revision graph
to a multi-revision graph to fully support our definition of an
RMS.

A. Revision Trees

We consider a set R of all possible revisions and a subset
R C R of managed revisions. Possible revisions are theo-
retically all revisions that could be created in the future or
have been created in the past. Managed revisions are those



revisions that are actually stored in the RMS. The set R
contains a distinguished element 7y called the initial revision.
Apart from the initial revision, each revision » € R admits a
unique predecessor describing from which other revisions it
was evolved. With the convention that the initial revision is
its own predecessor, the predecessor relation can be described
as a function pred : R — R, with pred(ro) = ro. For 7o
to be indeed be the initial revision, we require that iteratively
applying pred always leads to 7. In other words, pred induces
a partial order on R with ry as the lower bound. We can view
R as a directed rooted tree with the initial revision as the root.
This is called a revision tree.

To navigate the revision tree, we define additional functions.
The successor function succ : R — P(R) maps each revision
to the set of all its direct successors. It is essentially the preim-
age of the predecessor function. We write pred (™) for the n-th
iteration of pred, such that pred™ (r) is the n-th predecessor
of r. For n € N, we also write pred=<"(r) for the set of all
predecessors of r up to n, ie., pred<"(r) = {pred® (r) |
k < n} and pred”(r) for the set of all predecessors of r, i.e.,
pred*(r) = {pred™ (r) | n € N}. We consider a function
root mapping any revision 7 to the initial revision, i.e., the
root of the tree ry. Additionally, we define the set of all leafs
of a revision r as leafs(r). This set contains all revisions that
can be reached from 7 via succ and have no further successor.
Formally, a leaf is a revision [ such that succ(l) = 0, and
leafs(r) = {l € R | r € pred™(l) A succ(l) = 0}.

In summary, we defined a revision tree as a (directed) rooted
tree based on the pred relation, together with the functions
pred”, succ, leafs, and root.

B. Revision Graphs

A revision tree supports the description of revisions with
a single predecessor for each revision. This property does
not allow a revision tree to model merges. A merge - or
unification - occurs when a revision has two predecessors. In
practice, a merge is created by combining changes from two
revisions into a new revision. Formally, considering merges
means replacing the predecessor function pred : R — R with
pred : R — P12(R), where P; 2(R) is the set of all subsets
of R with cardinality 1 or 2, meaning that every revision has
exactly one or two predecessors. Then, a revision tree becomes
a rooted directed acyclic graph. We call this graph a revision
graph. Figure 2 depicts an exemplary revision graph. For
navigating the resulting merge structure, we introduce explicit
merge edges. A merge edge connects the lowest common
ancestor of the two predecessors of a merge revision with the
merge revision itself. A merge edge is visualized as a double-
lined arrow. For instance, (a,e€) is a merge edge in Figure 2.
Figure 3 depicts an evolution from gy to g} introducing the
merge revision d as successor of both b and c. The merge
edge is added in between a and d as a is the lowest common
ancestor of b and c. Figure 4 shows two slightly larger revision
graphs with merge revisions and merge edges.

Analyzing a revision graph with merges, the pred function
becomes ambiguous. We resolve this issue by making merge

Fig. 2. Example of a revision graph with seven revisions and one merge edge.
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Fig. 3. Evolution scenario with a merge. The revisions b and ¢ are merged
into the new revision d. The merge is denoted via a merge-edge (double-line
arrow).

edges “priority” edges. While traversing a merge node with
ambiguous predecessors, the merge edge is traversed instead of
the default edges. Consequently, traversing a revision graph be-
comes the same as traversing a revision tree. This technique is
similar to highway hierarchies in path-finding algorithms [26],
limited to two levels of priorities. In terms of a practical RMS,
this means that the traversal functions considers merges as
“squash merges,” while the actual history is retained. We raise
the awareness that this mechanism “looses” the information
about what happens on the distinct branches of a merge.
To counter this loss, a separate function including all these
revisions may be required. We leave such a definition open at
this point.

g3

(2) :‘oﬂ

Fig. 4. Two examples of more complex merge scenarios. Merge partners are
fully qualified revisions that can further evolve in space and time.




Fig. 5. Example of a revision graph with two marked time regions: The
unbounded time region of e, 7°°(e), shown in green, and the unbounded
time region of ¢, 7°°(c), shown in violet.

Fig. 6. Example of a revision graph with two marked space regions: The 1-
bounded space region of d, ol (d), shown in violet, and the unbounded space
region of d, 0°°(d), shown in green.

V. QUALITY REGIONS

This section introduces quality regions based on the pre-
viously introduced formalisms of revision graphs for the
dimensions of time and space, for relations across multiple
revision graphs, and for building projections/views.

A. Time Regions

A revision can be analyzed with its predecessors, i.e.,
previous versions, to reason about a quality property in time.
Quality analysis over time is a common task in software
engineering. Examples are the detection of breaking changes,
the analysis of change patterns, tracking technical debt [12],
[13], or the detection of coupled evolution [27]. All these
analysis operate on a (possibly bounded) list of revisions sliced
out of the revision graph.

We call such a slice of a revision graph a time region T C R
and distinguish i-bounded- 7% and unbounded time regions
7°°. We define the unbounded time region of a revision r in a
revision graph g as the set pred”(r). We define the bounded
time region bound by i € N as the set pred='(r). In other
words, the unbounded time region is the set of all predecessors
of r, and the bounded time region is the set of the newest @
predecessors of r. Looking at Figure 5, we write 7°°(e) =
{a,c,e} and 7°°(c) = {c,a}. The 1-bounded time region of
e would be 71(e) = {c, e}, applying pred one time.

B. Space Regions

A revision can be analyzed together with its n-closest
neighbors, i.e., variations in space. The interpretation of this
region depends on the semantics of the variants. They could

Fig. 7. Evolution scenario of a revision graph. The two revisions d and e are
added. The unbounded space region of b evolves as well.

Fig. 8. Time- and space regions in a revision graph with a merge edge. The
merge edge only influences the construction of 7°°(d).

be modified clones, features, alternatives, or temporary copies
under change. As this work’s revision graphs describe evolu-
tion histories rather than feature models, it becomes evident
that our space dimension is rooted in the time dimension. In
other words, the space is spanned by parallelism, or non-
strict ordering, in time. Prominent analysis cases in space
are the detection of inconsistencies, e.g., merge conflicts,
incompatibilities, constraint violations or drift [22]. These
analysis operate on a (possibly bounded) set of revisions co-
existing in space. This can, for example, be the set of all
branch heads in a Git repository which realize bug fixes.

On an abstract level, we call such a region a space region
o C R and distinguish i-bounded- o' and unbounded space
regions 0°°. We define the unbounded space region as the set
of all leafs of the revision’s root. Consequently, this region is
equal for all revisions within the graph. We define the space
region bounded by ¢ € N as the set of leafs given by the leafs
function for the ’th predecessor.

Figure 6 illustrates this definition by showing two space
regions: 0> (d) = {d,e,b}, and o'(d) = {d,e}. According
to the definition, we can also write 0>°(d) = o?(d). Figure 7
shows the evolution of the revision graph g; into the revision
graph ¢i. Two new revisions were added as successors of c.
The space region 0 (b), i.e., {b, c}, evolves to be {b,d, e}.

C. Regions Construction with Merge Edges

Constructing regions in revision graphs with merge edges
differs in only one aspect from the construction in revision
graphs without merge edges. If the traversal queries the pre-
decessor of a revision that is a merge revision, the merge edge
is prioritized. Thus, the path to the root can always be resolved
without ambiguity. Figure 8 shows the resolution of regions on



Fig. 9. Example of a multi-revision graph. The multi-revision system m comprises three revision graphs gi...g3. The revision graphs must not overlap. Each
graph has its individual root. Revisions may have links between each other. Three exemplary links are denoted as l1,l2, [3.

Fig. 10. Example of a multi-revision system comprising two revision graphs
with dirty revisions u and v. They may become part of future revisions or
may be discarded.

a revision graph with a merge edge. In this example, we show
the unbounded time regions of d and e: 7°°(d) = {d,a} and
7(e) = {e,¢,a}. We also show the unbounded space region
of d: 0°(d) = {d, e}. The set pred™(e) of all predecessors of
e is not influenced by the merge edge. The set pred™(d) of all
predecessors of d exploits the prioritized merge edge (a,d),
such that pred(d) = a.

D. Multi-Revision Graphs

We allow a revision management system to handle the -
possibly related - revision histories of more than one artifact.
Examples of such systems are software projects containing ap-
plication parts in different Git repositories or software models
managed in a multi-model [4], [28], [29]. Such systems form
sets of revision graphs with superimposed links, as illustrated
in our introductory example. A link between revisions of
different graphs is a directed edge with an arbitrary semantic,
e.g., constraints, dependencies, or import relationships. A link
must not have the semantics of a predecessor or successor,
as used within a revision graph. We call the tuple of a set of
revision graphs and a set of links a multi-revision graph. This
surrounding structure does not influence the time- and space
regions within the comprised revision graphs. Figure 9 shows
a multi-revision graph mq := ({ga, 9v, gc }, {11, 12, 13}).

E. Volatile Regions

When editing an artifact managed by an RMS, a developer
chooses a revision they want to evolve and creates a local
version of it. This local copy is then edited until the developer

adds the changed artifact as a new revision to the RMS. It
might also be possible that a developer discards their changes.
We call the edited artifact “dirty” or “volatile” as long as it
remains a working copy which is not yet checked into the
RMS. However, the RMS may already know of its existence.
It is also possible that a client jointly edits (a projection
of) multiple artifacts in a volatile working copy. In software
modeling, this is a subtype of view-based development [30],
[31].

Within our framework of quality regions, we also aim
to cover the analysis case of potentially long-living volatile
artifacts. These artifacts may be views comprising different
revisions as sources. Making them part of a quality region is
important for assessing quality attributes a priori. This way, it
becomes possible to describe the process of pre-calculating
or “guessing” violations of a quality property before they
manifest in the revision graph. An example is the preemptive
detection of possible merge conflicts with other revisions [32].

We define the set of volatile revisions as a subset of the
set of managed revisions V C R it is derived from, i.e., has
ties with. A volatile revision can but does not have to be an
element of R. However, the possible set of volatile revisions
must not be smaller than R itself. This allows it to live outside
the revision management system. We define the volatile region
[ as a tuple comprising a volatile revision and the set of its
sources 8 := V x P(R). Figure 10 depicts a multi-revision
system ms comprising two revision graphs g4 and g.. There
exist two volatile revisions u and v. They span the volatile

regions B(u) = (u, {b}) and S(v) = (v,{c,n}).

F. Overview

Figure 11 summarizes the introduced regions in a single
diagram. The figure shows a multi-revision graph comprising
two revision graphs A and B. A single link exists between
the revisions ¢ of A and d of B. The right side of the
figure highlights time and space regions for the revision k.
The figure also highlights the volatile region of the temporary
revision/view v. Of course, the highlighted regions are only
examples based on specific revisions and may be constructed
for any revision in the multi-revision graph.

Lastly, we point out that the introduced regions of space
and time, as well volatile regions are (for non-trivial revision
graphs) a subset of P(R), meaning that additional regions can
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Fig. 11. Overview of (multi-revision) graphs and the introduced quality regions. The shown regions in time and space are constructed for the revision k.

be defined and constructed. The existence of such regions is
not a problem for our framework. On the contrary, we motivate
and support the definition of additional meaningful quality
regions based on our formal framework.

VI. PROOF OF CONCEPT

This works main contribution is the formal defintion of
quality regions for revision management systems. However,
we also want to show that this theory can be applied in
practice. Specifically, we aim to demonstrate how the proposed
theoretical framework can be realized as a programming
library and ready-to-use tool. The implementation serves as a
proof of concept for the theoretical concepts introduced in Sec-
tions IV and V. For this purpose, we underwent the following
steps: First, we derived a set of usecases for interacting with
revision graphs and quality regions; Second, we decided on
the technical space to implement the proof of concept; Third,
we implemented a library called coconlib that supports the
usecases; Fourth, we implemented a command line tool called
cocon-cli that allows users to interact with the library and
create persistent revision graphs and quality regions. Finally,
we realized the running example from Section I-E as a small
case study for the library and the command-line tool. All tools
and examples developed in this work are publicly available
(see Sec. VII).

A. Separation from Existing Works

This section describes the implementation of multi-revision
graphs and quality regions in the form of a programming
library. This work does not aim to develop a novel revision
management system. The provided library is not intended to
replace any existing functionality of existing revision man-
agement systems. The purpose of the developed library and
tools is to provide a programming interface for creating
and manipulating multi-revision graphs and quality regions,
facilitating experimentation and research. Furthermore, we are

confident that the provided library can be used to extend
existing revision management systems with quality region
support. For example, we envision the developed tooling to
be used on top of applications such as Git for extending their
features and enabling the uniform querying of the underlying
revision graph.

B. Goal

A (multi-)revision system manages a development project’s
history. A (multi-)revision graph abstracts the revisions and
their relationships inside the RMS. The RMS may explicitly
maintain the graph, or it can be constructed on demand
by analyzing an existing revision structure. In both cases,
the revision graph has to be updated incrementally. An im-
plementation must, therefore, support CRUD operations on
the revision graph, i.e., its nodes and edges. As a multi-
revision system contains multiple revision graphs, creating,
updating, and deleting them must be possible. A set of default
queries must be provided to observe the structure of the
revision graphs, e.g., list all revisions, relations, etc. Lastly,
it must be possible to query the quality regions. The system’s
implementation should be extensible and make use of existing
libraries. The created revision graphs must be persistable in a
serialized format.

C. Realization

The following sections describe the implementation of the
developed library and the CLI tool. We refer to the source
code, library, and tool documentation for a more detailed
description in Sec. VII. Furthermore, all developed tools are
available open-source! Both the library and the CLI tool are
implemented in Kotlin. Consequently, both run on the Java
Virtual Machine (JVM). The library can be used with any
JVM-based language, e.g., Java, Scala, or Kotlin.

Thttps://github.com/KKegel/coconlib



List of cocon commands to execute for adding all artifacts to a new cocon workspace

cocon init

cocon
cocon

init-subsys robot
init-subsys safetyspec

Directory structure cocon ls-subsys
v robot example
v robot cocon add-rev robot robot.vl "./robot/old/automaton v1.xml"
q cocon add-rev robot robot.vl.1 "./robot/experimental/automaton v1.1 exp.xml" -pl f
v experimental
cocon add-rev robot robot.v2 "./robot/old/automaton v2.xml" -pl robot.vl -p2 robot
» automaton v1.1 exp.xml cocon add-rev robot robot.v3 "./robot/automaton v3.xml" -pl robot.v2
Vv old cocon add-rev robot robot.v4a "./robot/v4 candidate/a.xml" -pl robot.v3
N automaton v1.xml cocon add-rev robot robot.v4b "./robot/v4 candidate/b.xml" -pl robot.v3
S automaton v2.xml
cocon add-rev safetyspec draft "./safety specification/draft.txt"

Vv v4 candidate

cocon add-rev

N axml cocon add-rev safetyspec final "./safety specification/final.txt" -pl consolidated 14
S b.xml
S automaton v3.xml cocon add-crel robot.v2 consolidated

cocon add-crel robot.v3 consolidated

M- =Dkeeciticaton robot.v4b consolidated

robot.v4a final

add-crel
add-crel

cocon
consolidated.txt cocon
draft.txt

final.txt cocon add-proj conformance-check robot.v4a final

E conformance-check.csv

Initialize cocon workspace

safetyspec consolidated "./safety specification/consolidated.txt" -p

cocon-created 27
workspace serialization 28

Resulting cocon workspace file (revision graph)

robot example >
1 GRAPHS

G; robot

V; robot; robot.v1.1;robot.v1.1;./robot/experimental/automaton vi.1 exp.xml;

V;robot;robot.v1; robot.v1;./robot/old/automaton vi.xml;

V; robot; robot.v2; robot.v2;./robot/old/automaton v2.xml;

V; robot; robot.v3; robot.v3;./robot/automaton v3.xml;

V; robot; robot.v4a; robot.v4a;./robot/v4 candidate/a.xml;

V; robot; robot.vab; robot.vab;./robot/v4 candidate/b.xml;

E;robot.v1.1; robot.v2; SUCCESSOR

10 E;robot.vl;robot.vl.1;SUCCESSOR

11 E;jrobot.vl;robot.v2;MERGE

12 E;robot.vl;robot.v2;SUCCESSOR

13 E;robot.v2;robot.v3;SUCCESSOR

E;robot.v3; robot.v4a; SUCCESSOR

15 E;robot.v3; robot.v4b; SUCCESSOR

workspace.cocon

CeNo U wN

16  Gjsafetyspec
17 Vjsafetyspec;consolidated; consolidated;./safety specification/consolidated. txt;
18  V;safetyspec;draft;draft;./safety specification/draft.txt;
19 Vjsafetyspec;final;final;./safety specification/final.txt;
20 E;consolidated;final;SUCCESSOR
21 Ejdraft;consolidated; SUCCESSOR
22 RELATIONS
23 Ljrobot;safetyspec; robot.v2;consolidated;

1 24 L;jrobot;safetyspec;robot.v3;consolidated;
25  Ljrobot;safetyspec; robot.v4a; final;
26 L;robot;safetyspec; robot.vab;consolidated;

PROJECTIONS

P; conformance-check; robot.vda, final; conformance-check

Fig. 12. Overview of an exemplary workspace setup process using cocon-cli. The part depicts the workspace’s file structure. The actual content of the files is
of no importance. The middle part shows the executed setup commands. The right side shows the inside of the created workspace file, i.e., the multi-revision

graph with all its vertices and edges.

D. coconlib

We implemented the coconlib programming library for
working with revision graphs and quality regions. The cocon-
lib provides programming interfaces to create and manipulate
revision graphs, query a revision graph’s contents, and query
quality regions. We used Apache Tinkergraph as the frame-
work for realizing the underlying graph structure. Tinkergraph
is a lightweight graph engine that supports graphs with prop-
erties. The Tinkergraph framework comes with the Gremlin
query language [33], which allows querying, traversing, and
manipulating the graph. The coconlib’s API is designed to be
extensible and provides a stage-wise level of technical abstrac-
tion. The highest level comprises revision-graph operations
with error handling and validation. On this API level, it is
possible to construct, manage, and query revision graphs. As
this level is implemented “’safe”, the library assures that invalid
operations are handled properly without invalidating the graph
structure. Suppose the client aims to implement custom graph
traversals or queries, such as adding additional custom quality
regions or extending the revision graph with extra properties
or constraints. In that case, they can access the underlying
graph structure directly and manipulate it using the Gremlin
language. However, in this case, it lies with the developer to
ensure the validity of the graph structure.

E. cocon-cli

For experimenting with the coconlib beyond basic test-
ing, we implemented the cocon-cli. The cocon-cli tool is
a command-line interface to the coconlib library. cocon-cli
uses a workspace-based approach, i.e., it operates on a local
file structure. The created workspace serves as a wrapper or
placeholder for any arbitrary revision management system. In
the default case, the wrapped RMS is just the user’s local file
system. In other words, the cocon-cli does not actually manage

revisions, but only manages a revision graph consisting of
pointers to the actual revisions. The user can create a new
cocon workspace by executing the init command locally. The
workspace’s revision graphs can be populated, modified, and
queried using a set of commands. Executing a command
will load the workspace descriptor, perform the requested
operation, and save the workspace descriptor again. The tool
will abort in case an invalid command or graph invalidation
is detected. We show exemplary commands in the following
section..

F. Example Workflow

We use our illustrative example from Section I-E to demon-
strate the functionality of our proof of concept. For the sake
of simplicity, we use a single “dummy” file per artifact, i.e.,
revision. This is a valid simplification, as our tooling works
solely as a wrapper and does not process the managed files.
However, each managed revision/artifact can be anything that
can be represented as a path, including whole directories or
repositories. The set-up file structure is shown in Figure 12 on
the left side. We assume that the revisions are not managed by
any other VCS such as Git. Interacting with revisions stored
within Git repositories (commits) is an interesting use case
which we consider for future work, as this would require a
quite complex technical integration which goes beyond the
scope of this work’s proof of concept. We then executed a
sequence of CLI commands to create a new workspace and
add the revisions and their relationships. As the workspace is
persistent, this has to be done only once. The command cocon
is our alias for the locally installed cocon-cli tool. The exe-
cuted commands are shown in Figure 12 in the middle of the
figure. We aggregated the commands into a single bash script
for the sake of simplicity. Executing the script or commands
on their own on a command-line makes no difference. Each
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{3 robot example after setup — -zsh — 104x21

kkegel@Mac robot example after setup % cocon query-time robot.v3 -1 -d ./unbound-time-region-robot-v3
> Time context of revision RevisionDescription(graph=robot, revId=robot.v3, description=robot.v3, locati
on=./robot/automaton v3.xml, payload=) bound by -1:

>> robot.v3 (robot)
>> robot.v2 (robot)

Workspace >> robot.vl (robot)

@ robot example afte... » Q

>> Context checkout to ./unbound-time-region-robot-v3

Copying ./robot/automaton v3.xml to ./unbound-time-region-robot-v3

robot example after setup e

Copying ./robot/old/automaton v2.xml to ./unbound-time-region-robot-v3

Copying ./robot/old/automaton vl.xml to ./unbound-time-region-robot-v3

Name Done.

conformance-check.csv
~ [ robot
automaton v3.xml

v [ experimental
automaton v1.1 exp.xml

v B3 old
automaton vi.xml
automaton v2.xml

v [ v4 candidate Done.
axml kkegel@Mac robot example after setup %
b.xml

>> robot.v3 (robot)
>> robot.v2 (robot)

v [ safety specification
consolidated.txt
draft.txt
final.txt

workspace.cocon

Executed cocon shell commands

kkegel@Mac robot example after setup % cocon query-time robot.v3 1 -d ./1-bound-time-region-robot-v3
> Time context of revision RevisionDescription(graph=robot, revId=robot.v3, description=robot.v3, locati
on=./robot/automaton v3.xml, payload=) bound by 1:

>> Context checkout to ./1-bound-time-region-robot-v3
Copying ./robot/automaton v3.xml to ./1-bound-time-region-robot-v3
Copying ./robot/old/automaton v2.xml to ./1-bound-time-region-robot-v3

v [ 1-bound-time-region-robot-v3
automaton v2.xml
automaton v3.xml
v [ unbound-time-region-robot-v3
automaton v1.xml
automaton v2.xml
automaton v3.xml

Resulting quality region folders

Fig. 13. Exemplary region query and checkout process using the workspace initialized in Fig. 12. The left side shows the local file structure with the
workspace file. The middle window shows a terminal with two executed region queries (bounded- and unbounded time). The right side shows the directories

created by the region queries containing all participating revisions.

command opens the workspace, performs its action, and closes
the workspace afterwards. We see commands for initializing
the two revision graphs (init-subsys), adding the revisions
(add-rev) and their relationships (add-crel). The succession
structures and merge structures are automatically built from
the given predecessors. The right side of Figure 12 shows
the resulting serialized multi-revision graph in the workspace
file. Figure 13 shows an example of two region queries with
checkout. The library and tool support querying all quality
regions introduced in this work. The example retrieves the
unbound time region (denoted -1) and the 1-bounded time
region for the revision robot.v3. The region participants’ ids
are printed. Because the -d option is set, the tool performs
a checkout of all revisions to a specified directory. As our
tooling operates on top of the file system, a “checkout” is
simply realized as collecting the target revisions by their file
paths and copying them to the region’s target location. The
resulting directory is shown in the right side of Figure 13.
The result can now be used for quality analysis within the
region, i.e., passing this directory as input to an analysis tool.

VII. REPRODUCIBILITY

We provide a reproduction package as supplementary ma-
terial [34] hosted on ZENODO. The package includes the
used versions of the software tools, as well as the shown
example case with all information required for reproduction.
Furthermore, the coconlib and cocon-cli are publicly available
on GitHub under an open-source license. We included refer-
ences to the individual repositories within the supplementary
material.

VIII. CONCLUSION

This work presented an abstract framework of quality re-
gions based on a formal definition of revision graphs. Revision
graphs, also known as version graphs, are a well-studied struc-
ture used to represent the development history of a software

object. They play a central role as a data structure in revision
management systems. Based on the revision graph’s formal
structure, we proposed a framework of quality regions for rea-
soning about quality properties of a versioned system. These
regions serve both as a nomenclature and as a conceptual
basis for future research on quality assurance and metrics for
versioned systems. The presented formal framework operates
at an abstraction level suitable for any concrete versioning
system, as long as the graph-based representation of the
revision structure is applicable. However, we see the largest
impact of our framework in the field of model management,
as model management systems emphasize more advanced
and fine-grained versioning mechanisms compared to code
versioning with Git.

We showcased the technical feasibility of our formalism
by implementing a framework able to represent, construct
and query revision graphs and their quality regions. Our
framework called coconlib implements all features of the
proposed formalism and is available as an open-source library.
Furthermore, we developed a lightweight command-line appli-
cation cocon-cli based on the library. The implementation, par-
ticularly the coconlib library, is extensible and can be used in
other tools and applications. We consider our library a ready-
to-use tool for researchers and practitioners. In summary, we
answered this work’s research question by the given region
definitions and constructions in Section V and the subsequent
proof of concept in Section VI.

Future work will focus on both extending the theoretical
foundation of our framework and extending the implemen-
tation. On the theoretical side, we will extend the formal
foundations of this work to capture properties of revision
graphs in greater detail. In particular, we aim to express
more refined revision relations, which may be constrained
or attributed. On the practical side, we want to analyze how
different metrics perform in different regions. With the theo-



retical foundations laid out in this work, it becomes possible
to analyze the quality properties of a versioned system clearly
and systematically. For example, we aim to investigate the
distribution of inconsistencies in a revision graph using the
drift metric [22] across different quality regions. Furthermore,
we aim to analyze and benchmark different quality metrics in
model- and code repositories across different regions in space
and time to investigate the importance of revision-graph aware
quality assurance.
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